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Abstract
One of the main issues that limit the application of Reinforcement Learning to real robots is the large
number of samples that common algorithms require. In this work, we specifically address the issue of
sample efficiency. In the learning framework that we propose, a complex task on a target environment is
simplified via multiple levels of abstraction, through the simulation of simplified models. These levels
are intentionally coupled in a loose way, as they only require a mapping function from the states of
one model to those of its abstraction. This hierarchy allows us to exploit the value function learnt from
the coarser levels and guide the exploration of the learner, by means of reward shaping techniques.
We assess the correctness of the approach and we experimentally show its effectiveness at improving
convergence speed in case of sparse rewards.

1. Introduction

The large number of samples that most Reinforcement Learning (RL) algorithms require strongly
limits its applicability to robotics, where the interaction with the environment is costly and
comes with associated risks. This work is motivated by the need of improving sample efficiency
in RL. We aim at developing a technique which is particularly effective with sparse rewards.

Following a long recognized approach [1, 2], we consider state abstractions and hierarchical
decompositions, where the original problem is simplified into its essential components. In
particular, we allow the original task to be simplified into one or more levels of abstraction.
The novelty of this approach lies in how such abstractions should be related and exploited
for learning. In particular, we adopt reward shaping techniques to reuse the information
collected from abstract environments, and we ensure that the desirable optimality guarantees
are preserved, even in the episodic setting.

As required, this abstraction hierarchy allows to transfer part of the training effort from the
costly environments to the simulated abstractions. Specifically, our method allows to learn
each of those models with a distinct algorithm. In fact, it can be coupled with any off-policy
RL algorithm, appropriate for a specific state-action space, even those designed for Neural
Networks.
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2. The framework

Consider an environment in which experience is costly to obtain. This might be a realistic
simulation of the agent’s interaction, or an actual environment in which a physical robot is
acting. This is our ground MDP ℳ0, that we aim to solve while minimizing the number of
interactions with the environment. Instead of learning on this MDP directly, we choose to solve
a simplified, related problem, that we call the abstract MDP1. Once solved, its solution will be
used as a heuristic to speed up learning in the target MDP. This idea is not limited to a single
abstraction. Indeed, we consider a hierarchy of related MDPsℳ0,ℳ1, … ,ℳ𝑛, of decreasing
difficulty, where the experience acquired by an expert acting in ℳ𝑖 can be exploited to speed
up learning in the previous one, ℳ𝑖−1.

Associated to each MDP abstraction ℳ𝑖, we also define a mapping function 𝑓𝑖 as a surjection
𝑓𝑖 ∶ 𝒮𝑖 → 𝒮𝑖+1, which maps states of each model ℳ𝑖 to states of its direct abstraction ℳ𝑖+1.
Since each MDP in the sequence should be easier to solve than it’s predecessor, we know that
|𝒮𝑖| ≥ |𝒮𝑖+1|. Therefore, the mapping induces a partition over 𝒮𝑖, where multiple states are
mapped through 𝑓𝑖 to a single state inℳ𝑖+1.
Starting from an MDP to simplify, abstract models and mapping functions are obtainable

by devising a suitable relaxation of the environment dynamics. For example, in a navigation
scenario, an abstraction could contain actions that allow to just “leave the room”, instead of
navigating with lower-level controls. Importantly, the relation between such different action
spaces doesn’t need to bemodelled. Note that the connection between amodel and its abstraction
is intentionally loose, so that little constraints are posed in the definition of each mapping.

2.1. Exploiting the knowledge

Consider a hierarchy of abstractionsℳ0, … ,ℳ𝑛 togetherwith theirmapping functions 𝑓0, … , 𝑓𝑛−1.
The learning process proceeds incrementally, training in order from the easiest to the hardest
one. At each level ℳ𝑖, we can exploit the knowledge acquired from its abstraction ℳ𝑖+1, in
order to speed up learning. We do so by applying a RL technique called Reward Shaping.

Reward shaping (RS) [4] refers to the modification of the original rewards of an MDP, through
the addition of a reward shaping function, i.e. 𝑅s(𝑠, 𝑎, 𝑠′) ≔ 𝑅(𝑠, 𝑎, 𝑠′) + 𝐹(𝑠, 𝑎, 𝑠′). Potential-Based
Reward Shaping [5] (simply called “Reward Shaping” from now on), defines the shaping function
in terms of a potential function Φ ∶ 𝒮 → ℝ, as follows:

𝐹(𝑠, 𝑎, 𝑠′) ≔ 𝛾Φ(𝑠′) − Φ(𝑠) (1)

In the infinite horizon case, this choice guarantees that the optimal policy of the MDP with
reward function 𝑅s is the same as the one for the original MDP. Since the optimum is not
modified, reward shaping can only provide an initial bias to the learning algorithm. In fact, it
has been shown in [6] that learning under the shaping rewards of Equation (1) is equivalent to
learning under a modified Q-function initialization: 𝑄′

0(𝑠, 𝑎) ≔ 𝑄0(𝑠, 𝑎) + Φ(𝑠).
Now, assume that model ℳ𝑖+1 has been solved already, and let 𝑉 ∗

𝑖+1 ∶ 𝒮𝑖+1 → ℝ be its
optimal value function. In order to speed up learning, we apply reward shaping toℳ𝑖, with the

1We follow the nomenclature from [3].



following potential:
Φ𝑖(𝑠) ≔ 𝑉 ∗

𝑖+1(𝑓𝑖(𝑠)) for 𝑠 ∈ 𝒮𝑖 (2)

With this choice, the potential of a state is evaluated according to how desirable the correspond-
ing state in the abstract model is. This is beneficial, as high potentials are associated to high
state-action value initializations.

2.2. Policy invariance

Potential-Based Reward Shaping has been explicitly designed not to alter the optimal policies.
In fact, in case of an infinite horizon, as mentioned above, but also when episodes always
terminate in a zero-reward absorbing state, this property is guaranteed [5]. However, in RL, we
often organize learning in episodes of finite length, so to diversify the agent experiences. Thus,
in the episodic setting, these guarantees do not hold anymore, and the optimal policy may be
altered [7].

The solution proposed by [7] is to assume, for every terminal state, the null potentialΦ(𝑠𝑛) = 0,
as this would preserve the original returns. However, this is not always a desirable solution.
First, let’s consider a Goal MDP, specifically, one with a null reward function everywhere,

except when transitioning to a distinct goal state. Regardless of the potential, we can show that
all finite trajectories which do not contain the goal state are associated to the same return. This
means that the return-invariant RS of [7] is not able to provide a persistent exploration bias to
the agent, as it cannot guide it toward a goal that the agent is not able to reach initially. Our
experiments also confirmed that the choice Φ(𝑠𝑛) = 0 did not help to converge on very sparse
rewards (this is in line with the experiments from [8]).

Our solution Since we deliberately adopt a form of RS which is not return invariant, we
devised a technique to recover the original optimality guarantees. This method can be integrated
with any off-policy RL algorithm. We just consider Q-learning for the present discussion.

Let’s consider ℳ𝑖 = ⟨𝒮𝑖, 𝒜𝑖, 𝑇𝑖, 𝑅𝑖, 𝛾𝑖⟩, the MDP at the 𝑖th level of abstraction. We define
ℳs

𝑖 = ⟨𝒮𝑖, 𝒜𝑖, 𝑇𝑖, 𝑅𝑠𝑖 , 𝛾𝑖⟩ as the MDP associated toℳ𝑖, with the following reward function:

𝑅s𝑖 (𝑠, 𝑎, 𝑠′) = 𝑅𝑖(𝑠, 𝑎, 𝑠′) + Φ𝑖(𝑠′) − Φ𝑖(𝑠) (3)

where Φ𝑖 is defined according to (2). As we don’t need to require thatℳs
𝑖 generates the same

returns as ℳ𝑖, the missing 𝛾𝑖 term from the classic RS equation (1) is not an issue. Rather, it has
been even considered experimentally helpful [9, chap. 2].

Our method proceeds as follows. When learning on the 𝑖th level of abstraction, we perform
updates on two distinct Q-function estimates:

• The first, that we call the active agent, is in charge of estimating 𝑄s∗, i.e. the optimal
Q-value function of ℳs

𝑖 , the MDP with rewards from (3).
• The second, that we call the passive agent, is an estimate for 𝑄∗, i.e. the optimal Q-value
function of the original MDP ℳ𝑖.

The active agent is the only that executes actions in the environment. Since its advantage-based
policy depends on 𝑄s∗, with respect to this agent, the algorithm is exactly Q-learning. The



second estimate, instead, is updated from the same state-action transitions as those observed by
the active agent, with the only difference that rewards are generated from the original 𝑅𝑖(𝑠, 𝑎, 𝑠′).
Most importantly, both estimates converge to the desired quantities, as we state here:

Theorem 1. Let �̂�s
𝑖 and �̂�𝑖 be, respectively, the Q-value function estimations of ℳs

𝑖 and ℳ𝑖,
updated as described above. Then, under the same assumptions as those for the convergence of the
Q-learning algorithm, both �̂�s and �̂�𝑖 converge to 𝑄s∗ and 𝑄∗, respectively.

Specifically, this means that the passive agent converges to the optimal policy for the original
task. Therefore, its value function 𝑉 ∗

𝑖 (𝑠) = max𝑎∈𝒜𝑖 𝑄
∗
𝑖 (𝑠, 𝑎) can be used, in turn, in the compu-

tation for the potential in the next level of abstraction to train. Finally, when training on the
ground model ℳ0, we consider 𝑄∗

0 the desired result of training.

3. Experiments

In order to show the practical applicability of the proposed method in robotics domains, we
consider the following behaviour in a office-like scenario: the agent should reach the entrance
of each room in sequence; if a door is open, the agent should enter that room and interact
with the person inside, if present. The agent is only positively rewarded only when the task is
completed.

Temporally-extended goals Interesting behaviours always contain some constraints like
the ones above, with the form “if this happened then …”. Naively encoding such tasks for RL
would produce non-Markovian reward functions. Instead, the correct approach is to adopt
the techniques from [10, 11, 12, 13], which provide an appropriate reduction to an MDP. The
resulting model has a composite state space 𝒮𝑖 × 𝒬, where the original states 𝒮𝑖 are specific of
each abstraction level, and 𝒬 tracks the relevant information with respect to the task. For our
purposes, we may just consider them as MDPs. We’ve chosen such class of processes as they
are a perfect example of sparse rewards with a slow convergence. Furthermore, they they are
really relevant and applicable to robotics, where non-trivial behaviours are most interesting.

Abstraction levels We choose to model the environment dynamics in three levels of abstrac-
tionℳ0,ℳ1,ℳ2. In the most abstract MDP,ℳ2, the states represent few interesting locations,
such as doors and rooms. The actions 𝒜2 ≔ {Go1, … ,Go𝑛, Interact} allow to reach each of those
locations in one step or to start an interaction. Inℳ1, instead, the agent can move in discrete
steps along the four cardinal directions within a simplified map. Finally, atℳ0, we preserve
the metric structure of the environment, and the robot state (𝑠𝑥, 𝑠𝑦, 𝑠𝜃) ∈ 𝒮0 is constituted by the
agent’s mobile base position and orientation in space. Actions are now relative motions on the
plane. The mapping functions 𝑓1, 𝑓0 are simple discretizations of the plane and associations to
the interesting locations of ℳ0, respectively.

Results The plot in Figure 1a compares the convergence speed of a passive agent, that is
guided via reward shaping with our approach (orange line), with the baseline Q-learner (blue
line). Both are trained with the same parameters, for the same task. Rewards from this plot are
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Figure 1: Convergence speed for an agent without (blue) and with reward shaping applied (orange).

negative, as they give a reasonable improvement to the performances of the baseline [14]. In
Figure 1b we show the same training comparison for the more complex MDP levelℳ0, which
was trained with Dueling DQN [15]. The advantage of the informed agent is much more evident
in this last experiment, where the large state space contributes to the sparsity of rewards.

4. Related works

The field of Hierarchical RL specifically studies efficiency of algorithms in presence of abstrac-
tions. Some classic approaches are MAXQ [16], HAM [17] and the Options framework [18],
which are algorithms specifically designed to work with all abstractions. In contrast, our method
allow greater flexibility on how solutions for each level should be computed.
In other works, [19, 3, 20], the authors identify possible relations between MDPs and their

abstractions. However, the abstractions that we consider here are mostly naive partitioning
of contiguous regions, and they would hardly satisfy the assumptions hypothesized in them.
Our abstractions resemble those of [21]. Simplified models involving both states and actions
have been considered in [22], which defines relations that would be interesting to use when
formalizing our hierarchy. Works as [23, 24] explore how abstractions for RS could be learnt
automatically. Instead, we focus on the actual effectiveness of shaping. Recently, in [8], the
authors increased the efficacy of RS by giving up desirable optimality guarantees.

5. Conclusion

The method that we presented allows to reuse the information learnt by an expert agent from
the simulated environments to speed up learning in the target environment. Although some
additional modelling effort is required, the abstraction hierarchy can be used to speedup learning
in a variety of tasks. Furthermore, each level is allowed to have a distinct action space, most
appropriate to each granularity level, and the relations between actions of different levels don’t
need to be modelled. Finally, as we’ve seen from our experiments, the method is particularly
effective for MDPs with sparse rewards.
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